# Практическая работа №11

**Тестирование приложения с помощью Unit-test**

Цель работы: освоение технологии тестирования готового приложения

Задание: разработать unit-test для созданного приложения. Если ваш проект невозможно протестировать таким образом – протестировать любой другой ваш подходящий проект.

**Справка по Unit-тестам на C#:**

## Создайте проект для тестирования

1. Запустите Visual Studio.
2. На начальном экране выберите **Создать проект**.
3. Найдите и выберите шаблон проекта **Консольное приложение** на C#для .NET Core и щелкните **Далее**.

**Примечание**

Если шаблон **Консольное приложение** отсутствует, его можно установить из окна **Создание проекта**. В сообщении **Не нашли то, что искали?** выберите ссылку **Установка других средств и компонентов**. После этого в Visual Studio Installer выберите рабочую нагрузку **Кроссплатформенная разработка .NET Core**.

1. Назовите проект **Bank** и щелкните **Далее**.

Выберите рекомендуемую версию целевой платформы или .NET 6 и щелкните **Создать**.

Будет создан проект Bank. Он отобразится в **обозревателе решений**, а его файл Program.cs откроется в редакторе кода.

**Примечание**

Если файл Program.cs не откроется в редакторе, дважды щелкните Program.cs в **обозревателе решений**, чтобы открыть его.

1. Замените содержимое файла Program.cs следующими кодом на C#, который определяет класс BankAccount:

C#

using System;

namespace BankAccountNS

{

/// <summary>

/// Bank account demo class.

/// </summary>

public class BankAccount

{

private readonly string m\_customerName;

private double m\_balance;

private BankAccount() { }

public BankAccount(string customerName, double balance)

{

m\_customerName = customerName;

m\_balance = balance;

}

public string CustomerName

{

get { return m\_customerName; }

}

public double Balance

{

get { return m\_balance; }

}

public void Debit(double amount)

{

if (amount > m\_balance)

{

throw new ArgumentOutOfRangeException("amount");

}

if (amount < 0)

{

throw new ArgumentOutOfRangeException("amount");

}

m\_balance += amount; // intentionally incorrect code

}

public void Credit(double amount)

{

if (amount < 0)

{

throw new ArgumentOutOfRangeException("amount");

}

m\_balance += amount;

}

public static void Main()

{

BankAccount ba = new BankAccount("Mr. Bryan Walton", 11.99);

ba.Credit(5.77);

ba.Debit(11.22);

Console.WriteLine("Current balance is ${0}", ba.Balance);

}

}

}

1. Переименуйте файл в BankAccount.cs, щелкнув его правой кнопкой мыши и выбрав команду **Переименовать** в **обозревателе решений**.
2. В меню **Сборка** нажмите **Построить решение** (или нажмите клавиши **CTRL** + **SHIFT** + **B**).

Теперь у вас есть проект с методами, которые можно протестировать. В этой статье тестирование проводится на примере метода Debit. Метод Debit вызывается, когда денежные средства снимаются со счета.

## Создание проекта модульного теста

1. В меню **Файл** выберите **Добавить**>**Создать проект**.

**Совет**

В **обозревателе решений** щелкните решение правой кнопкой мыши и выберите пункты **Добавить**>**Создать проект**.

1. Введите **test** в поле поиска, выберите **C#** в качестве языка, затем выберите **Проект модульного теста MSTest (.NET Core)** для C# в качестве шаблона .NET Core и щелкните **Далее**.

**Примечание**

в Visual Studio 2019 версии 16.9 шаблон проекта MSTest имеет формат **проекта модульного теста**.

1. Назовите проект **BankTests** и щелкните **Далее**.
2. Выберите рекомендуемую версию целевой платформы или .NET 6 и щелкните **Создать**.

Проект **BankTests** добавляется в решение **Банк**.

1. В проекте **BankTests** добавьте ссылку на проект **Банк**.

В **обозревателе решений** щелкните **Зависимости** в проекте **BankTests**, а затем выберите в контекстном меню элемент **Добавить ссылку** или **Добавить ссылку на проект**.

1. В диалоговом окне **Диспетчер ссылок** разверните **Проекты**, выберите **Решение** и выберите элемент **Банк**.
2. Нажмите кнопку **ОК**.

## Создание тестового класса

Создание тестового класса, чтобы проверить класс BankAccount. Можно использовать UnitTest1.cs, созданный в шаблоне проекта, но лучше дать файлу и классу более описательные имена.

### Переименуйте файл и класс

1. Чтобы переименовать файл, в **обозревателе решений** выберите файл UnitTest1.cs в проекте BankTests. В контекстном меню выберите команду **Переименовать** (или нажмите клавишу **F2**), а затем переименуйте файл в BankAccountTests.cs.
2. Чтобы переименовать класс, поместите курсор в UnitTest1 в редакторе кода, щелкните правой кнопкой мыши и выберите команду **Переименовать** (или нажмите клавиши **F2**). Введите название **BankAccountTests** и нажмите клавишу **ВВОД**.

Файл BankAccountTests.cs теперь содержит следующий код:

C#

using Microsoft.VisualStudio.TestTools.UnitTesting;

namespace BankTests

{

[TestClass]

public class BankAccountTests

{

[TestMethod]

public void TestMethod1()

{

}

}

}

### Добавьте оператор using

Можно также добавить оператор using в класс, чтобы тестируемый проект можно было вызывать без использования полных имен. Вверху файла класса добавьте:

C#

using BankAccountNS;

### Требования к тестовому классу

Минимальные требования к тестовому классу следующие:

* Атрибут [TestClass] является обязательным в любом классе, содержащем методы модульных тестов, которые необходимо выполнить в обозревателе тестов.
* Каждый метод теста, предназначенный для запуска в обозревателе тестов, должен иметь атрибут [TestMethod].

Можно иметь другие классы в проекте модульного теста, которые не содержат атрибута [TestClass] , а также иметь другие методы в тестовых классах, у которых атрибут — [TestMethod] . Можно вызывать эти другие классы и методы в методах теста.

## Создание первого тестового метода

В этой процедуре мы напишем методы модульного теста для проверки поведения метода Debit класса BankAccount.

Существует по крайней мере три поведения, которые требуется проверить:

* Метод создает исключение [ArgumentOutOfRangeException](https://learn.microsoft.com/ru-ru/dotnet/api/system.argumentoutofrangeexception) , если сумма по дебету превышает баланс.
* Метод создает исключение [ArgumentOutOfRangeException](https://learn.microsoft.com/ru-ru/dotnet/api/system.argumentoutofrangeexception), если сумма по дебету меньше нуля.
* Если значение дебета допустимо, то метод вычитает сумму дебета из баланса счета.

**Совет**

Метод по умолчанию TestMethod1 можно удалять, так как он не используется в этом руководстве.

### Создание метода теста

Первый тест проверяет, снимается ли со счета нужная сумма при допустимом размере кредита (со значением меньшим, чем баланс счета, и большим, чем ноль). Добавьте следующий метод в этот класс BankAccountTests :

C#

[TestMethod]

public void Debit\_WithValidAmount\_UpdatesBalance()

{

// Arrange

double beginningBalance = 11.99;

double debitAmount = 4.55;

double expected = 7.44;

BankAccount account = new BankAccount("Mr. Bryan Walton", beginningBalance);

// Act

account.Debit(debitAmount);

// Assert

double actual = account.Balance;

Assert.AreEqual(expected, actual, 0.001, "Account not debited correctly");

}

Метод очень прост: он создает новый объект BankAccount с начальным балансом, а затем снимает допустимое значение. Он использует метод [Assert.AreEqual](https://learn.microsoft.com/ru-ru/dotnet/api/microsoft.visualstudio.testtools.unittesting.assert.areequal), чтобы проверить, что конечный баланс соответствует ожидаемому. Такие методы, как Assert.AreEqual, [Assert.IsTrue](https://learn.microsoft.com/ru-ru/dotnet/api/microsoft.visualstudio.testtools.unittesting.assert.istrue) и другие, зачастую используются в модульном тестировании. Дополнительную концептуальную информацию о написании модульного теста см. в разделе [Написание тестов](https://learn.microsoft.com/ru-ru/visualstudio/test/unit-test-basics?view=vs-2022#write-your-tests).

### Требования к методу теста

Метод теста должен удовлетворять следующим требованиям:

* Он декорируется атрибутом [TestMethod].
* Он возвращает void.
* Он не должен иметь параметров.

## Сборка и запуск теста

1. В меню **Сборка** нажмите **Построить решение** (или нажмите клавиши **CTRL** + **SHIFT** + **B**).
2. Откройте **Обозреватель тестов**, выбрав **Тест**>**Windows**>**Обозреватель тестов** в верхней строке меню (или нажмите клавиши **CTRL** + **E**, **T**).
3. Выберите **Запустить все**, чтобы выполнить тест (или нажмите клавиши **CTRL** + **R**, **V**).

Во время выполнения теста в верхней части окна **Обозреватель тестов** отображается анимированная строка состояния. По завершении тестового запуска строка состояния становится зеленой, если все методы теста успешно пройдены, или красной, если какие-либо из тестов не пройдены.

В данном случае тест пройден не будет.

1. Выберите этот метод в **обозревателе тестов** для просмотра сведений в нижней части окна.

## Исправление кода и повторный запуск тестов

Результат теста содержит сообщение, описывающее возникшую ошибку. Чтобы увидеть это сообщение, может потребоваться выполнить детализацию. Для метода AreEqual выводится сообщение о том, что ожидалось и что было фактически получено. Ожидалось, что баланс уменьшится, а вместо этого он увеличился на сумму списания.

Модульный тест обнаружил ошибку: сумма списания добавляется на баланс счета, вместо того чтобы вычитаться.

### Исправление ошибки

Чтобы исправить эту ошибку, в файле BankAccount.cs замените строку:

C#

m\_balance += amount;

на:

C#

m\_balance -= amount;

### Повторный запуск теста

В **обозревателе тестов** выберите **Запустить все**, чтобы запустить тест повторно (или нажмите клавиши **CTRL** + **R**, **V**). Красно-зеленая строка становится зеленой, чтобы указать, что тест был пройден.

![Обозреватель тестов в Visual Studio 2019 отображает пройденный тест](data:image/png;base64,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)

## Использование модульных тестов для улучшения кода

В этом разделе рассматривается, как последовательный процесс анализа, разработки модульных тестов и рефакторинга может помочь сделать рабочий код более надежным и эффективным.

### Анализ проблем

Мы создали тестовый метод для подтверждения того, что допустимая сумма правильно вычитается в методе Debit. Теперь проверим, что метод создает исключение [ArgumentOutOfRangeException](https://learn.microsoft.com/ru-ru/dotnet/api/system.argumentoutofrangeexception), если сумма по дебету:

* больше баланса или
* меньше нуля.

### Создание и запуск новых методов теста

Создадим метод теста для проверки правильного поведения в случае, когда сумма по дебету меньше нуля:

C#

[TestMethod]

public void Debit\_WhenAmountIsLessThanZero\_ShouldThrowArgumentOutOfRange()

{

// Arrange

double beginningBalance = 11.99;

double debitAmount = -100.00;

BankAccount account = new BankAccount("Mr. Bryan Walton", beginningBalance);

// Act and assert

Assert.ThrowsException<System.ArgumentOutOfRangeException>(() => account.Debit(debitAmount));

}

Мы используем метод [ThrowsException](https://learn.microsoft.com/ru-ru/dotnet/api/microsoft.visualstudio.testtools.unittesting.assert.throwsexception) для подтверждения правильности созданного исключения. Этот метод приводит к тому, что тест не будет пройден, если не возникнет исключения [ArgumentOutOfRangeException](https://learn.microsoft.com/ru-ru/dotnet/api/system.argumentoutofrangeexception). Если временно изменить тестируемый метод для вызова более общего исключения [ApplicationException](https://learn.microsoft.com/ru-ru/dotnet/api/system.applicationexception) при значении суммы по дебету меньше нуля, то тест работает правильно, т. е. завершается сбоем.

Чтобы проверить случай, когда размер списания превышает баланс, выполните следующие действия:

1. Создать новый метод теста с именем Debit\_WhenAmountIsMoreThanBalance\_ShouldThrowArgumentOutOfRange.
2. Скопировать тело метода из Debit\_WhenAmountIsLessThanZero\_ShouldThrowArgumentOutOfRange в новый метод.
3. Присвоить debitAmount значение, превышающее баланс.

Выполните два теста и убедитесь, что они пройдены.

### Продолжение анализа

Тестируемый метод можно дополнительно улучшить. При такой реализации мы не можем знать, какое условие (amount > m\_balance или amount < 0) приводят к исключению, возвращаемому в ходе теста. Нам просто известно, что ArgumentOutOfRangeException где-то возникает в методе. Было бы лучше знать, какое условие в BankAccount.Debit вызвало исключение (amount > m\_balance или amount < 0), чтобы быть уверенными в том, что наш метод правильно проверяет свои аргументы.

Еще раз проанализировав тестируемый метод BankAccount.Debit, можно заметить, что оба условных оператора используют конструктор ArgumentOutOfRangeException, который просто получает имя аргумента в качестве параметра:

C#

throw new ArgumentOutOfRangeException("amount");

Так выглядит конструктор, который можно использовать для сообщения более детальной информации: [ArgumentOutOfRangeException(String, Object, String)](https://learn.microsoft.com/ru-ru/dotnet/api/system.argumentoutofrangeexception.-ctor#system-argumentoutofrangeexception-ctor(system-string-system-object-system-string)) включает имя аргумента, значения аргумента и определяемое пользователем сообщение. Мы можем выполнить рефакторинг тестируемого метода для использования данного конструктора. Более того, можно использовать открытые для общего доступа члены типа для указания ошибок.

### Рефакторинг тестируемого кода

Сначала определим две константы для сообщений об ошибках в области видимости класса. Добавьте это в тестируемый класс (BankAccount):

C#

public const string DebitAmountExceedsBalanceMessage = "Debit amount exceeds balance";

public const string DebitAmountLessThanZeroMessage = "Debit amount is less than zero";

Затем изменим два условных оператора в методе Debit:

C#

if (amount > m\_balance)

{

throw new System.ArgumentOutOfRangeException("amount", amount, DebitAmountExceedsBalanceMessage);

}

if (amount < 0)

{

throw new System.ArgumentOutOfRangeException("amount", amount, DebitAmountLessThanZeroMessage);

}

### Рефакторинг тестовых методов

Выполните рефакторинг методов теста, удалив вызов [Assert.ThrowsException](https://learn.microsoft.com/ru-ru/dotnet/api/microsoft.visualstudio.testtools.unittesting.assert.throwsexception). Заключите вызов Debit() в блок try/catch, перехватите конкретное ожидаемое исключение и проверьте соответствующее ему сообщение. Метод [Microsoft.VisualStudio.TestTools.UnitTesting.StringAssert.Contains](https://learn.microsoft.com/ru-ru/dotnet/api/microsoft.visualstudio.testtools.unittesting.stringassert.contains) обеспечивает возможность сравнения двух строк.

В этом случае метод Debit\_WhenAmountIsMoreThanBalance\_ShouldThrowArgumentOutOfRange может выглядеть следующим образом:

C#

[TestMethod]

public void Debit\_WhenAmountIsMoreThanBalance\_ShouldThrowArgumentOutOfRange()

{

// Arrange

double beginningBalance = 11.99;

double debitAmount = 20.0;

BankAccount account = new BankAccount("Mr. Bryan Walton", beginningBalance);

// Act

try

{

account.Debit(debitAmount);

}

catch (System.ArgumentOutOfRangeException e)

{

// Assert

StringAssert.Contains(e.Message, BankAccount.DebitAmountExceedsBalanceMessage);

}

}

### Повторное тестирование, переписывание и анализ

Метод теста сейчас обрабатывает не все требуемые случаи. Если тестируемый метод Debit не смог выдать исключение [ArgumentOutOfRangeException](https://learn.microsoft.com/ru-ru/dotnet/api/system.argumentoutofrangeexception), когда значение debitAmount было больше остатка (или меньше нуля), метод теста выдает успешное прохождение. Это нехорошо, поскольку метод теста должен был завершиться с ошибкой в том случае, если исключение не создается.

Это является ошибкой в методе теста. Для решения этой проблемы добавим утверждение [Assert.Fail](https://learn.microsoft.com/ru-ru/dotnet/api/microsoft.visualstudio.testtools.unittesting.assert.fail) в конце тестового метода для обработки случая, когда исключение не создается.

Однако повторный запуск теста показывает, что тест теперь оказывается непройденным при перехватывании верного исключения. Блок catch перехватывает исключение, но метод продолжает выполняться, и в нем происходит сбой на новом утверждении [Assert.Fail](https://learn.microsoft.com/ru-ru/dotnet/api/microsoft.visualstudio.testtools.unittesting.assert.fail). Чтобы разрешить эту проблему, добавим оператор return после StringAssert в блоке catch. Повторный запуск теста подтверждает, что проблема устранена. Окончательная версия метода Debit\_WhenAmountIsMoreThanBalance\_ShouldThrowArgumentOutOfRange выглядит следующим образом:

C#

[TestMethod]

public void Debit\_WhenAmountIsMoreThanBalance\_ShouldThrowArgumentOutOfRange()

{

// Arrange

double beginningBalance = 11.99;

double debitAmount = 20.0;

BankAccount account = new BankAccount("Mr. Bryan Walton", beginningBalance);

// Act

try

{

account.Debit(debitAmount);

}

catch (System.ArgumentOutOfRangeException e)

{

// Assert

StringAssert.Contains(e.Message, BankAccount.DebitAmountExceedsBalanceMessage);

return;

}

Assert.Fail("The expected exception was not thrown.");

}

### Заключение

Усовершенствования тестового кода привели к созданию более надежных и информативных методов теста. Но что более важно, в результате был также улучшен тестируемый код.

### Некоторые методы класса Assert:

* AreEqual(object expected, object actual): проверяет, равны ли оба объекта. Имеет различные перегруженные версии, позволяющие сравнивать различные типы объектов
* AreEqual<T>(T expected, T actual): обобщенная версия предыдущего метода. Например, Assert.AreEqual<string>("Index", result.MasterName)
* AreNotEqual(object expected, object actual): проверяет, не равны ли оба объекта. Тест проходит успешно, если объекты не равны
* AreNotEqual<T>(T expected, T actual): обобщенная версия предыдущего метода
* AreSame(object expected, object actual): проверяет, указывают ли оба объекта на один и тот же объект в памяти
* AreNotSame(object expected, object actual): проверяет, указывают ли оба объекта на разные объекты в памяти. Если они указывают на один и тот же объект, то тест заканчивается неудачно
* Equals(object objA, object objB): проверяет на равенство оба объекта
* IsFalse(bool condition): проверяет, равно ли условие condition значению false
* IsTrue(bool condition): проверяет, равно ли условие condition значению true
* IsNull(object value): проверяет, имеет ли объект value значение null
* IsInstanceOfType(object value, Type expectedType): проверяет, представляет ли объект value тип expectedType